**Aim:** Practical based on NumPy ndarray **IDE:**

NumPy is a Python package created in 2005 that performs numerical calculations. It is generally used for working with arrays. NumPy also includes a wide range of mathematical functions, such as linear algebra, Fourier transforms, and random number generation, which can be applied to arrays.

Import NumPy in Python

We can import NumPy in Python using the import statement.

import numpy as np

The code above imports the numpy package in our program as an alias np. After this import statement, we can use NumPy functions and objects by calling them with np.

# NumPy Array Creation

An array allows us to store a collection of multiple values in a single data structure. The NumPy array is similar to a list, but with added benefits such as being faster and more memory efficient. There are multiple techniques to generate arrays in NumPy.

# Create Array Using Python List

We can create a NumPy array using a Python List. For example,

Example import numpy as np

list1 = [2, 4, 6, 8] array1 = np.array(list1)

Output Example import numpy as np array1 = np.array([2, 4, 6, 8]) print(array1) Output
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Create an Array Using np.zeros()

The np.zeros() function allows us to create an array filled with all zeros. For example,

Example import numpy as np array1 = np.zeros(4) print(array1) Output
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Create an Array With np.arange()

The np.arange() function returns an array with values within a specified interval. For example, Example

import numpy as np

# create an array with values from 0 to 4 array1 = np.arange(5) print("Using np.arange(5):", array1)

# create an array with values from 1 to 8 with a step of 2 array2 = np.arange(1, 9, 2)

print("Using np.arange(1, 9, 2):",array2)

Output
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Create an Array With np.random.rand()

The np.random.rand() function is used to create an array of random numbers. Let's see an example to create an array of **5** random numbers, Example

import numpy as np

# generate an array of 5 random numbers array1 = np.random.rand(5) print(array1)

Output
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Taks:

import numpy as np # Example 1: Creation of 1D array arr1=np.array([10,20,30]) print("My 1D array:\n",arr1) Output

![](data:image/jpeg;base64,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)

# Example 2: Create a 2D numpy array arr2 = np.array([[10,20,30],[40,50,60]]) print("My 2D numpy array:\n", arr2)

Output
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# Example 3: Create a sequence of integers # from 0 to 20 with steps of 3 arr= np.arange(0, 20, 3)

print ("A sequential array with steps of 3:\n", arr)

Output

# Example 4: Create a sequence of 5 values in range 0 to 3

arr= np.linspace(0, 3, 5)

print ("A sequential array with 5 values between 0 and 5:\n", arr)

Output

# Example 8: Use ones() create array arr = np.ones((2,3)) print("numpy array:\n", arr) print("Type:", type(arr))

Output

NumPy Data Types

A data type is a way to specify the type of data that will be stored in an array. For example, array1 = np.array([2, 4, 6])

# NumPy Data Types

NumPy offers a wider range of numerical data types than what is available in Python. Here's the list of most commonly used numeric data types in NumPy:

1. int8, int16, int32, int64 - signed integer types with different bit sizes
2. uint8, uint16, uint32, uint64 - unsigned integer types with different bit sizes
3. float32, float64 - floating-point types with different precision levels
4. complex64, complex128 - complex number types with different precision levels

Check Data Type of a NumPy Array import numpy as np

# create an array of integers int\_array = np.array([-3, -1, 0, 1])

# create an array of floating-point numbers float\_array = np.array([0.1, 0.2, 0.3]) # create an array of complex numbers complex\_array = np.array([1+2j, 2+3j, 3+4j])

# check the data type of int\_array print(int\_array.dtype) # prints int64 # check the data type of float\_array print(float\_array.dtype) # prints float64 # check the data type of complex\_array

print(complex\_array.dtype) # prints complex128

Output
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Creating NumPy Arrays With a Defined Data Type

In NumPy, we can create an array with a defined data type by passing the dtype parameter while calling the np.array() function. For example, import numpy as np

# create an array of 8-bit integers array1 = np.array([1, 3, 7], dtype='int8') # create an array of unsigned 16-bit integers array2 = np.array([2, 4, 6], dtype='uint16') # create an array of 32-bit floating-point numbers array3 = np.array([1.2, 2.3, 3.4], dtype='float32') # create an array of 64-bit complex numbers

array4 = np.array([1+2j, 2+3j, 3+4j], dtype='complex64')

# print the arrays and their data types print(array1, array1.dtype) print(array2, array2.dtype) print(array3, array3.dtype) print(array4, array4.dtype)

Output

![](data:image/jpeg;base64,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)

**NumPy Type Conversion**

In NumPy, we can convert the data type of an array using the astype() method. For example, import numpy as np

# create an array of integers int\_array = np.array([1, 3, 5, 7])

# convert data type of int\_array to float float\_array = int\_array.astype('float')

# print the arrays and their data types print(int\_array, int\_array.dtype) print(float\_array, float\_array.dtype)

Output
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NumPy Array Attributes

In NumPy, attributes are properties of NumPy arrays that provide information about the array's shape, size, data type, dimension, and so on.

**Common NumPy Attributes**

Here are some of the commonly used NumPy attributes:

|  |  |
| --- | --- |
| **Attributes** | **Description** |
| **ndim** | returns number of dimension of the array |
| **size** | returns number of elements in the array |
| **dtype** | returns data type of elements in the array |
| **shape** | returns the size of the array in each dimension. |
| **itemsize** | returns the size (in bytes) of each elements in the array |
| **data** | returns the buffer containing actual elements of the array in memory |

The ndim attribute returns the number of dimensions in the numpy array. For example, import numpy as np # create a 2-D array array1 = np.array([[2, 4, 6],

[1, 3, 5]])

# check the dimension of array1 print(array1.ndim) Output
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NumPy Array size Attribute

The size attribute returns the total number of elements in the given array.

import numpy as np array1 = np.array([[1, 2, 3],

[6, 7, 8]])

# return total number of elements in array1

print(array1.size) Output
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NumPy Array shape Attribute

In NumPy, the shape attribute returns a tuple of integers that gives the size of the array in each dimension. For example, import numpy as np array1 = np.array([[1, 2, 3],

[6, 7, 8]])

# return a tuple that gives size of array in each dimension print(array1.shape) Output
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NumPy Array dtype Attribute

We can use the dtype attribute to check the datatype of a NumPy array. For example, import numpy as np

# create an array of integers array1 = np.array([6, 7, 8]) # check the data type of array1 print(array1.dtype) Output
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NumPy Array itemsize Attribute

In NumPy, the itemsize attribute determines size (in bytes) of each element in the array. For example, import numpy as np

# create a default 1-D array of integers array1 = np.array([6, 7, 8, 10, 13]) # create a 1-D array of 32-bit integers array2 = np.array([6, 7, 8, 10, 13], dtype=np.int32)

# use of itemsize to determine size of each array element of array1 and array2 print(array1.itemsize) # prints 8

print(array2.itemsize) # prints 4

Output
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NumPy Array data Attribute

In NumPy, we can get a buffer containing actual elements of the array in memory using the data attribute. In simpler terms, the data attribute is like a pointer to the memory location where the array's data is stored in the computer's memory. import numpy as np array1 = np.array([6, 7, 8]) array2 = np.array([[1, 2, 3],

[6, 7, 8]])

# print memory address of array1's and array2's data print("\nData of array1 is: ",array1.data) print("Data of array2 is: ",array2.data)

Task

Multiplication of two given matrixesimport numpy as np

p = [[1, 0], [0, 1]] q = [[1, 2], [3, 4]] print("Original matrices:") print(p) print(q)

# Perform matrix multiplication using np.dot result1 = np.dot(p, q) print("Result of the matrix multiplication:") print(result1)

Output
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Compute the determinant of a given square array.

import numpy as np from numpy import linalg as LA a = np.array([[1, 0], [1, 2]]) # Display the original 2x2 array 'a' print("Original 2-d array") print(a) print("Determinant of the said 2-D array:") print(np.linalg.det(a))

Output
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**Post Lab Exercise:**

1. Write a NumPy program to create a 3x3 matrix with values ranging from 2 to 10.
2. Write a NumPy program to reverse an array (the first element becomes the last).
3. Write a NumPy program to find common values between two arrays.
4. Write a NumPy program to repeat array elements.
5. Write a NumPy program to find the memory size of a NumPy array.
6. Write a NumPy program to create an array of ones and zeros.
7. Write a NumPy program to find the 4th element of a specified array.

GITHUB LINK: https://github.com/vahchalya-bodasvahchalya.git